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where
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This function returns the minimum-cardinality multiset of elements from the set D whose sum is n. It works by taking the stamp d which is the largest stamp in D which is less than or equal to n. It finds the optimal solution which includes d, and the optimal solution which does not include d, and then returns whichever of those has the lowest cardinality. The degenerate cases are when a solution does not exist (in which case “null” is returned), and when n=0 (in which case the empty set is returned).

* 1. The data structure would be a table (or two-dimensional array). Along one axis would be all the integers from 1 to n inclusive. Along the other axis would be all the subsets of D, including D but not the empty set. In each cell would be the minimum-cardinality multiset of stamps from the subset of D whose sum is the integer along the first axis. An example is given below for n=5 and D={1,2,3}

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| D\n | 5 | 4 | 3 | 2 | 1 |
| {1,2,3} | {2,3} |  |  | {2} |  |
| {1,2} | {1,2,2} |  | {1,2} |  | {1} |
| {1,3} |  |  |  | {1,1} | {1} |
| {2,3} |  |  |  |  |  |
| {1} | {1,1,1,1,1} | {1,1,1,1} | {1,1,1} | {1,1} | {1} |
| {2} |  |  |  |  |  |
| {3} |  |  |  |  |  |

* 1. The time complexity is θ(n|D|). The space complexity is θ(n2|D|)
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where

![](data:image/png;base64,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)

This function takes as its parameters the remaining distance r which can be travelled without refuelling, and the index k of the station from which we are departing. It would initially be called with f(l, 0) to find the solution to the problem. It works by considering the optimal solution in which we choose to refuel at the next station, and the optimal solution in which we do not, and then returns whichever consists of the fewest stops. The degenerate cases are if we run out of fuel, or if we reach B (at which point k=n).

* 1. The data structure would be a table (or two-dimensional array). Along the first axis would be the value of k from 0 to n inclusive, and along the other axis would be the values of r from 0 to l inclusive. Each cell would contain the optimal solution travelling from station k to B, starting with an amount of fuel which could travel a distance r. Below is an example for n=4 and l=6

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| r\k | 0 | 1 | 2 | 3 | 4 |
| 6 |  |  |  |  |  |
| 5 |  |  |  |  |  |
| 4 |  |  |  |  |  |
| 3 |  |  |  |  |  |
| 2 |  |  |  |  |  |
| 1 |  |  |  |  |  |
| 0 |  |  |  |  |  |

* 1. The time complexity is θ(nl). The space complexity is θ(nl)

1. The stamp problem would be better to solve with a greedy algorithm. The greedy algorithm would be at each step to choose the largest-valued stamp which does not exceed the remaining value needed.

The time complexity is θ(n).